# 1. Hooks in React!

## **1.1 The ‘useState()’**

useState is a React Hook that lets you add a state variable to your component[[1]](#footnote-1).

Hooks Usage in Functions: Hooks are exclusive to functions and cannot be used in class components.

Execution Order: Hooks like useState() are executed in the order they appear in your function.

    useState()

    useState()

    useState()

    useState()

Avoid Conditional Placement: Hooks, such as useState(), should not be placed within conditions or loops.

//incorrect

if (isTrue) {

        useState()

    }

*Error: React Hook "useState" is called conditionally. React Hooks must be called in the exact same order in every component render  react-hooks/rules-of-hooks*

### 1.1.1 Using useState()

Simple Implementation:

Call the useState() function with a default value, like useState(4).

The default value is passed in parentheses.

Returns an array, which we destructure as below into count (current state) and setCount (state update function).

*const* [count, setCount] = useState();

Avoid Overriding Issues:

Problematic Counter Implementation:

*function* incrementCount() {

    setCount(count + 1);

    setCount(count + 1);

  }

Issue 1:

* Overriding Values: The counter is incremented twice in rapid succession, but since setCount is synchronous, the second setCount call overrides the value set by the first one. As a result, both updates yield the same value.

Issue 2:

* Full Page Re-render: Every time setCount is called, it triggers a re-render of the entire component. This can be resource-intensive, especially if there are complex tasks or calculations involved in rendering the page.

Solution? Using a Function

Use an arrow or a normal function inside the setCount()

*function* incrementCounter() {

    setCount((*prevCount*) *=>* *prevCount* + 1);

  }

*function* decrementCounter() {

    setCount((*prevCount*) *=>* {

      return *prevCount* - 1;

    });

  }

Solution: Using a Function Parameter: Using a function as an argument to setCount, React ensures that the state update is based on the previous state (prevCount). This prevents overriding issues.

### 1.1.2 Complexity in useState()

Complex Default State: If the default state involves complex logic, rendering it directly for every click can be inefficient.

To avoid this, we use a function inside the useState()

//if default state  is passed directly it gets rendered for every click

*function* defaultState() {

  console.log("This is running");

  return 5;

}

Right Way

*const* [count, setCount] = useState(() *=>* {

    return defaultState();

  });

### 1.1.3 Multiple useState() hooks

Simplify State Management: Using multiple useState() hooks makes state management more modular.

 // //using multiple hooks

*const* [count, setCount] = useState(() *=>* defaultState());

*const* [theme, setTheme] = useState("");

Updating Multiple States: Update multiple states independently, preventing conflicts.

*function* incrementCounter() {

    setCount((*prevCountValue*) *=>* {

      return *prevCountValue* + 1;

    });

    setTheme("Green");

  }

*function* decrementCounter() {

    setCount((*prevCount*) *=>* *prevCount* - 1);

    setTheme("red");

  }

## **1.2 The ‘useEffect()’**

Side effect when something happen

1. https://react.dev/reference/react/useState [↑](#footnote-ref-1)